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Abstract

The original goal of the LAPACK project was to design and implement a portable
linear algebra library that would be very efficient on high-performance machines. During
the project it became apparent we could also significantly improve the accuracy of
many standard algorithms in linear algebra, with little or no sacrifice of speed. This
work has led to new perturbation theory, new algorithms and new error analyses for
many problems, as well as many still unsolved problems. In this paper we survey some
of these new results, and discuss open problems in four related areas: high accuracy
algorithms, parallel algorithms, the complexity of condition estimation, and exploiting
IEEE standard floating point arithmetic.

1 Introduction

The University of Tennessee, the Courant Institute for Mathematical Sciences, the Numer-
ical Algorithms Group, Ltd., Rice University, Argonne National Laboratory, Oak Ridge
National Laboratory, and the University of California at Berkeley have developed a trans-
portable linear algebra library in Fortran 77. The library is intended to provide a uniform
set of subroutines to solve the most common linear algebra problems and to run efficiently
on a wide range of high-performance computers.

The LAPACK library (shorthand for Linear Algebra Package) provides routines for
solving systems of simultaneous linear equations, least-squares solutions of overdetermined
systems of equations, and eigenvalue problems. The associated matrix factorizations (LU,
Cholesky, QR, SVD, Schur) are also provided, as well as related computations such as
reordering of the factorizations. Dense and banded matrices are provided for, but not
general sparse matrices. In all areas, similar functionality is provided for real and complex
matrices. The software is in the public domain and is available from netlib [35]. For a more
complete survey of LAPACK, see [2, 1].

The original goal of LAPACK was simply to be faster than its predecessors EISPACK [81,
44] and LINPACK [29], which run inefficiently on machines with hierarchical memories.
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In the course of the project, it was also discovered that many standard problems could
also be solved much more accurately than before. This was done by discovering algo-
rithms whose backward error was significantly smaller than that of conventional algorithms
(4, 26, 16, 8, 27]. This permitted us, for example to compute singular values of bidiagonal
matrices to high relative accuracy no matter how tiny they are [26); in contrast, the stan-
dard algorithm [50] may compute the tiny singular values without any relative accuracy at
all.

As a result of these successes, our vision of what linear algebra software should provide
has changed considerably: our expectations of accuracy have risen. In addition, there are
a great many new problems to solve (and new techniques to try) in order to expand these
results to more algorithms. We will discuss these open problems in section 2 below.

On the other hand, there remain some problems for which no highly parallel algorithms
exist that are numerically stable even in the conventional sense. For some problems insisting
on maximal parallelism means no numerically stable algorithm is known at all; in other cases
there is a “smoother” tradeoff of parallelizability and stability. In these cases we propose
the following paradigm for using unstable but fast algorithms safely:

1. Solve the problem (quickly).
2. Test for instability.

3. If the answer is unsatisfactory, recompute the answer using a slower but more stable
algorithm.

This paradigm will be successful if the fast algorithm in the first step is only rarely unstable,
and if the instability test in the second step is cheap. A number of problems can be solved
this way, and are discussed in section 3.

In LAPACK as well as in many other packages we estimate condition numbers using
fast approximation algorithms rather than attempting to compute them exactly. We do
this because error bounds are approximations anyway, and high accuracy is generally not
needed. Also, a user more interested in speed may not be willing to take much more
time to compute an error bound on top of solving the original problem. However, the
price of using estimators is that all of them invented so far have counterezamples, i.e.
problems whose condition numbers are arbitrarily misestimated (usually underestimated).
Fortunately, these counterexamples appear to be extremely rare. This leads us to the
following conjecture:

The complexity of computing a condition number with a certain guaranteed
accuracy is at least as large as the complexity of the original problem.

In particular, this would imply that any fast estimator would necessarily have a coun-
terexample. We will sketch a proof of this in a very simple (and nonrealistic) model of
computation in section 4, and discuss an approach for analyzing how rare counterexamples
are.

One of the goals of LAPACK was portability of correctness. Our need for machine
specific versions of kernels like matrix-matrix multiplication (the Basic Linear Algebra Sub-
routines, or BLAS [33, 32, 31, 30]) in order to get high performance means that the potential



high speed of LAPACK is not portable without fast implementations of these kernels. But
we strived very hard to make sure the computed answers are correct no matter how fast
they are computed. As developers of putatively portable numerical software know, this
is a hard problem because of the difference in floating point arithmetics provided on dif-
ferent machines, with different compilers, and with different basic mathematical function
libraries. Fortunately, there is an opportunity to change this difficult situation, because of
the widespread acceptance of IEEE floating point standard arithmetic [3]. There are nu-
merous algorithms which would be much shorter and sometimes much faster if we were able
to use certain features of IEEE arithmetic, especially the good rounding and the “sticky”
exception flags. In section 5 we describe some of these algorithms.

2 High-Accuracy Linear Algebra Algorithms

We begin by describing the approach used to design and analyze the high accuracy algo-
rithms already designed for LAPACK, and then discuss open problems.

We let H denote the problem for which we seek a solution for some problem; we denote
the solution by f(H). For example, f(H) may denote the eigenvalues, eigenvectors, singular
values, or singular vectors of the matrix H. If H denotes the pair (A,b), then f(H) may
denote the solution of the linear system Az = b, perhaps in a least-squares sense if A
is singular or not square. In general, f(H) cannot be computed exactly and hence is
approximated by an algorithm whose output we denote f(H). We also let € denote the
machine precision.

Analyzing the accuracy of an algorithm f for f consists of two parts. First, we use
perturbation theory, where we bound the difference f(H + 6 H)— f(H) in terms of 6 H. This
part depends only on f and not the algorithm that approximates it. Second, we use error
analysis, which attempts to show that the computed solution f(H ) is close to f(H + 6H)
for some bounded §H. Showing that f(H) = f(H + 6H) for some bounded 6H is called
backward error analysis, but is by no means the only way to proceed.

There is a great deal of choice in the measures we choose to bound errors and measure
distances. In conventional error analysis as developed by Wilkinson, we bound || f(H +
6H) — f(H)|| in terms of ||6H||, and show f(H) = f(H + éH) where ||6H| < O(¢)||H||-
Here, || - || denotes a norm, like the one-norm or Frobenius norm. Typically one proves a
formula of the form ||f(H + 6H) — f(H)|| < «(f,H) - ||6H|| + O(||6H||?), where x(H) is
called the condition number of H with respect to f. In this formulation, it is easy to see
that x(f, H) is simply the norm of the gradient of f at H: ||V f(H)||; other scalings are
possible. Thus, combining the perturbation theory and error analysis, one can write

I|f(H +6H) - f(H)|| < O(e)s(f, H) - | H|| + O(?)

provided the algorithm is backward stable.

The drawback of this approach is that it does not respect the structure of the original
data. In particular, if the original data is sparse or graded (large in some entries, small in
others), bounding 6 H only by norm can give very pessimistic results. A trivial example is
solving a diagonal system of equations. Each component of the solution is computed to full
accuracy by a single divide operation, but the conventional condition number is the ratio
of the largest to smallest diagonal entries and may be arbitrarily large.
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Instead of bounding 6 H by its norm ||§ H ||, one may instead use the measure rel qH(6H) =
max;; |6 Hi;|/|Hijl, the largest relative change in any entry (we use the notation rely to
indicate the dependence on H). This measure respects sparsity, since 6 H;; must be zero if
H;; is zero, and also grading, since every entry is perturbed by an amount small compared
to its magnitude. For example, in the case of diagonal linear equation solving, one can
easily see that a perturbation §H of size relp(6H) in the matrix can only change the
solution relatively by relg(§H) in each component, and that the algorithm is backward
stable with relg(6H) < e. Thus, the new perturbation theory and error analysis with
respect to relg(6H) accurately predict that each component of the solution is computed to
full relative accuracy.

We have successfully developed new perturbation theory, algorithms, and error analysis
for the measure relg(6H) for much of numerical linear algebra. We cannot always guar-
antee to solve problems as though we had a small relg(§H), but the algorithms can in all
cases monitor their accuracy and produce useful error bounds. The algorithms are usually
small variations on conventional algorithms, perhaps with a slightly different stopping cri-
terion, although the bidiagonal SVD algorithm has a quite new component. In all cases the
algorithms run approximately as fast as their conventional counterparts, sometimes a little
slower and sometimes a little faster. Since they are based on the conventional algorithms,
all the techniques using the Level 3 BLAS apply to them.

This approach has been applied to linear equation solving [4], linear least-squares prob-
lems [5, 24, 58], the bidiagonal SVD [26, 16], the tridiagonal symmetric eigenproblem [61, 8],
the dense symmetric positive definite eigenproblem [27], and the dense definite generalized
eigenproblem [8, 27]. We have similar but slightly weaker results for the dense SVD and
generalized SVD [27]. These algorithms either will be included directly in LAPACK or can
be easily constructed by using LAPACK subroutines as “building blocks.”

Now we discuss various open problems that remain to be solved, along with some indi-
cation of how hard we think they are.

High accuracy eigenvalues of Hessenberg matrices. The nonsymmetric eigenprob-
lem has proven to be one of the more difficult problems to either parallelize successfully,
or solve to high accuracy. Here we outline the building blocks that could be assembled
into an algorithm that computes the eigenvalues of an upper Hessenberg matrix with tiny
componentwise relative backward error. Hessenberg matrices are of interest because one
can reduce a dense matrix to Hessenberg form quite effectively using matrix multiply and
other BLAS [42, 36].

The first tool is a way to evaluate the determinant of an upper Hessenberg matrix H
with tiny componentwise relative backward error. The method is due to Hyman, and is
discussed in [90, p. 427], [89]. This method could be used in a Newton-based iterative
refinement scheme to improve eigenvalues computed another way [37], or it could be used
as the basis of a scheme itself [70]. To evaluate the accuracy of a computed eigenvalue
or eigenvector pair, one can use an a posteriori estimate of the componentwise backward
error; a simple expression for this error in given in [15], which is a simple generalization
of a result of Oettli and Prager [74]. Finally, one needs a condition number. The simplest
such expression is given as follows. Let A be an eigenvalue of A with unit right eigenvector
z (so Az = Az) and unit left eigenvector yT (so yTA = AyT). Suppose we perturb A by



6A, where |6A4;;| < 1| A;;|. Then to first order the perturbation 6 in X is given by [48]

6N lyTods| _ |y76As| _ 17 |Al-Io
= eTel T [TAgl < [T Ae]

a quantity we easily to see be at least 7, and exceeding 7 to the extent we have cancellation
in the evaluation of yTAz. Thus this provides a condition number with which we can
compute relative error bounds for computed eigenvalues.

Stability of Parallel Prefix Operation. Suppose zi,...,T, are data items, and @
is an associative operator acting on them. We wish to compute y,...,y, where y; =
Ty @ ---® z;. It turns out all the y; can be computed on O(log, n) time using a single
tree of processors; this operation is called parallel prefiz [68, 22, 11, 13]. A large number of
important computations can be reformulated as parallel prefix operations, and in fact Kung
has shown that all rational scalar recurrences (z;+; = fi(z;) where f; is a rational function of
the scalar z;) which can be parallelized at all using rational operations can be parallelized
using parallel prefix where the associative operation is 2-by-2 matrix multiplication [67].
For example, the eigenvalues of a symmetric tridiagonal matrix 7 with diagonal entries
a,...,a, and offdiagonal entries b,,...,b,—; can be found using the Sturm sequence

d; = (a; — o)di—1 — b?_,d;_,

where d; is the determinant of the leading i-by-: principal submatrix of T—oI. By Sylvester’s
theorem the number of sign changes in the sequence of d;’s is the number of eigenvalues of
T less than o. This can be used to count the number of eigenvalues in any interval [0y, o]
and so find all the eigenvalues of T' by bisection [51]. This scheme is very stable numerically
if evaluated serially in O(n) time. It can be evaluated in O(log, n) using parallel prefix by
rewriting it as

d; _|ai-0o —bi, N IS Y S U P P YA B
[di-ll—[ 1 0 ] [di—2 =M di—2 = Mo Mooy d-y

This technique, or ones like it, have been suggested in [64, 85], where good numerical
results have been attained. But so far no one has succeeded in proving it is stable, and
it appears difficult to do so. Also, the paradigm we proposed earlier for using possibly
unstable algorithms, checking quickly for instability and recomputing if necessary, is hard
to apply because we know of no faster way to confirm the accuracy of an eigenvalue than
running this parallel prefix operation. So studying the numerical stability of parallel prefix
is an important open problem.

Accuracy of Jacobi’s Method. In [27] it was shown that Jacobi’s method (with a suitable
stopping condition) for finding the eigenvalues of a symmetric positive definite matrix could
be much more accurate than other methods based on tridiagonalization followed by solving
the tridiagonal eigenproblem; similar results were obtained for the SVD. The reason for this
is as follows: Let H be the symmetric positive definite matrix whose eigenvalues we desire.
Write H = DAD, where D = diag (Hlll/z, ceny ,1.,/;2), and A;; = 1. One can show that this
diagonal scaling of H results in A having a condition number x(A4) = ||A||; - ||A7!||2 never
much larger than x(H) and potentially much smaller, especially if the H;; vary greatly in
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magnitude. One can show that a normwise perturbation in H of size 7 < 1 can cause
relative changes in the eigenvalues of at most about nk(H), but that a componentwise
relative perturbation in H of size n can cause relative changes in the eigenvalues of at most
nk(A), which can be much smaller. Furthermore, one step of Jacobi can also only change
the eigenvalues by a relative amount of size nKk(A), so that the errors introduced by one
step of Jacobi are no worse than tiny componentwise relative error in the original data.

Of course, Jacobi does not converge in one step. Let H = Ho = DyoAoDp be the initial
matrix and its factorization as above. Let H; be the matrix after the i-th Jacobi rotation,
and let H; = D;A;D; be its analogous factorization. Eventually H; approaches a diagonal
matrix A of eigenvalues, D; approaches A/2? and A; approaches the identity matrix I. The
relative error in the eigenvalues cause by the i-th Jacobi step is bounded by O(e)x(Ai),
so the overall error of the algorithm is bounded by O(e) max; k(4;). Since the minimum
possible error bound, due to small relative changes in the initial data, is O(e)k(Ao), the
ultimate accuracy of Jacobi depends on how much larger max; £(4;) can be than k(Ao)-
Note that since A; eventually approachs I, k(4;) approaches 1, and so it is the transient
rather than the asymptotic behavior of k(A;) that is of interest.

In many thousands of numerical experiments on random matrices, the ratio
max; 5(A;)/k(Ao) never exceeded 1.82. This means the error bound attained by Jacobi is
nearly as good as the best possible one. Further work by Mascarenhas [73] found a family
of examples where max; k(A4;)/k(Ao) can be as large as n/2, but this is not bad since there
are factors of n or more in the O(e) factor anyway. Also in [21] we showed that tridiag-
onal QR iteration can fail to compute eigenvalues to high relative accuracy because there
are cases where max; x(A;)/k(Ao) is as large as 1/e. Thus, the factor max; k(A;)/K(Ao)
plays a central role in predicting the accuracy with which we can compute eigenvalues and
understanding when it is small is of interest.

General Structured Backward Error. The real goal of a user of a numerical algorithm
may not so much be tiny componentwise relative backward error in the solution of the
numerical model, but rather tiny backward error in the original physical problem. For
example, one might want to solve a differential equation with tiny backward error, and
this may or may not be implied by solving the corresponding discretized problem with tiny
backward error. Depending on how the parameters of the physical problem appear in the
discrete model, it may be quite hard to even compute the backward error. If there are
more output parameters than input parameters, it will generally be impossible to achieve
tiny backward error for dimensional reasons. Even the simple problem of solving Az = b,
A = AT, with tiny componentwise relative symmetric backward error turns into a high
dimensional sparse underdetermined least squares (or least /) problem, with no apparently
simple solution [53, 9].

3 Parallel Algorithms

In this section we list problems where we still need good parallel algorithms, even ones stable
in the conventional normwise sense. There is of course a tremendous amount of activity
in this area, so we will limit ourselves to problems that have arisen in the course of work
on LAPACK. In particular, we will limit ourselves to direct algorithms for dense problems.




The algorithms currently under investigation illustrate the paradigm of the introduction:
since they can be unstable, their use requires the ability to quickly determine their stability,
perhaps a posteriori, and to recompute the answer stably if required.

The nonsymmetric tridiagonal eigenvalue problem. Here the approach is to reduce
a dense nonsymmetric matrix to tridiagonal form via nonorthogonal transformations, and
then solve the resulting nonsymmetric tridiagonal eigenproblem [34, 45, 46, 47]. The main
difficulty is that the similarity which reduces a matrix to tridiagonal form can be arbitrarily
ill-conditioned, and in fact one need not exist at all. The advantage is that it is cheaper to
find the eigenvalues of a nonsymmetric tridiagonal matrix than a Hessenberg one.

The Hessenberg eigenvalue problem. As stated above, there are good block algorithms
for reducing a dense nonsymmetric matrix to upper Hessenberg form, and several algorithms
begin with this form. The standard serial algorithm for this problem is the Francis QR
algorithm [51], which produces a sequence H; of orthogonally similar Hessenberg matrices
which converge to Schur form. To compute H;,, from H;, one performs row and column
operations starting from one end of the matrix and working towards the other. This process
is called “chasing the bulge” since at any intermediate point there is a bulge, or triangle of
nonzero entries lying below the subdiagonal of H; and spoiling its Hessenberg structure. By
increasing the size of this bulge, one can perform matrix-vector (Level 2 BLAS) operations
instead of vector-vector operations (Level 1 BLAS) but the speed up available is modest
(6, 39].

There are two other techniques to reduce the Hessenberg problem to a series of simpler
problems: tearing and homotopy. Tearing [37] involves setting a subdiagonal entry of H near
the middle to zero, thus forming two independent upper Hessenberg eigenproblems which
can be solved in parallel. Given the solutions to these problems, they must be merged to
yield the solution of the entire matrix; clearly this approach may be applied recursively to
the smaller subproblems encountered. This approach has been applied with great success to
the symmetric tridiagonal eigenproblem, where the merging process yields a scalar secular
equation to solve, a simple rational function whose roots are the eigenvalues, and for which
monotonically and globally quadratically convergent Newton based iterative methods exist
[14, 38, 82]. The method even provides disjoint intervals in which the function whose zero
we desire is monotonic and guaranteed to have a single unique solution.

The Hessenberg problem is significantly harder. First, the eigenvalues are complex, and
there is no guaranteed convergent iteration or even a simple way to localize the desired
roots. The eigenvectors as well as the eigenvalues must be computed, and all these may
be very ill-conditioned, and sometimes not even exist. Even if the initial problem has well-
conditioned eigenvalues and eigenvectors, smaller intermediate problems may be very badly
conditioned. If two or more different Newton iterations seem to converge to the same root,
it is hard to tell if the root is really multiple or if another root is not being found [59].

The homotopy method can be though of as variant of the above scheme, where one
(or more) subdiagonals are set to zero, the resulting simpler subproblems solved (perhaps
recursively), and then the solutions merged by gradually increasing the zero subdiagonals to
their original values and following the curves of eigenvalues (and possibly eigenvectors) from
their original values as eigenvalues of subproblems to eigenvalues of the original problem.
This curve following can be done in many ways, such as predictor corrector where one



predicts using Euler’s method and corrects using Newton. One would usually try a large
stepsize first, such as going all the way to the final solution in one step (in which case this
method is very similar to the previous one), and only taking smaller steps if necessary. This
method is also hard to stabilize, since if the curves become very close very tiny step sizes
are needed to distinguish them, or else stability can be lost [70].

The dense nonsymmetric eigenproblem — divide and conquer. Instead of initially
reducing the dense matrix A to a condensed form like Hessenberg or tridiagonal, one can
instead work directly on A [71]. These approaches try to divide and conquer the problem
by computing an orthogonal matrix U = [U1, Uz] where the columns of U; (approximately)
span an invariant subspace of A, so that
UTAU = UITAUI UirAU2 = A'n A,12
UTAU, UFAU, Ay AL,

is nearly block upper triangular, i.e. A}, is nearly zero. If A}, is small enough, one can
just find the eigenvalues of A}, and Aj,, perhaps recursively. So how might one find such
an orthogonal U? The idea is to find a simple rational map f which maps one subset S
of the complex plane to (or near) one point s, and (the interior of) its complement S’ to
another point s/. Then f(A) will (approximately) have two eigenvalues s and &', and so
f(A) = ¢'I will have eigenvalues s — s’ and 0. Then, provided there are no 2-by-2 or larger
Jordan blocks associated with eigenvalue 0, the columns of f(A)—s'I will span the invariant
subspace associated with all eigenvalues inside region S.

One choice of f is the sign function: sign(z) = 1 if Rz > 0, sign(z) = 0 if Rz = 0, and
sign(z) = —1 if Rz < 0. This may be extended to a function of matrices in the usual way,
provided there are no pure imaginary eigenvalues. Thus if

J 0
A =[X1,X)) [ 61 Jaz ] v, Y2)7

is the Jordan canonical form of A, where [Y;,Y3]T = [X;, X3]™?, the eigenvalues of Ji; are
in the open left half plane and the eigenvalues of Ja2 in the open right half plane, then

sign(4) = [X1, X3] [ ‘OI j‘, ] 1, Y)T .

Thus sign(A) — I = —2X,YT, and its column space spans the invariant subspace of A
associated with eigenvalues in the left half plane.

It turns out that there is a very simple globally convergent and asymptotically quadrat-
ically convergent iteration for computing sign(A): Ai+1 = .5(Ai + A7 1). Once A4; is close
enough to its limit the following scheme is also quadratically convergent, and avoids inver-
sion: Aip1 = .5A;(3I — A?). Other higher order schemes are known too, but they are more
expensive to evaluate, and round off tends to obscure the small eigenvalues of powers of a
matrix, so it is not clear that these schemes help.

There are certainly open problems associated with this scheme. In order to divide the
spectrum nearly in half each time, one might try to choose a shift o so close to half the
spectrum of A — o[ is in the left half plane and half in the right. If most of the eigenvalues
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have nearly the same real part (such as a skew symmetric matrix, all of whose eigenvalues
are pure imaginary), then no splitting is possible, and one might consider squaring the
matrix to rotate the spectrum. If the eigenvalues lie very close together on one dimensional
curves, as is the case in many applications, then no shifting or squaring scheme will leave a
gap around the imaginary axis, which is needed for fast convergence to the sign function.
Still, the method has attractions, such as being able to use basic building blocks such as
matrix multiplications, inversion, QR decomposition (to compute U; from the columns of
sign(A) — I), and so on. In addition, the fact that it always acts on the original data by
multiplication by orthogonal matrices means it is numerically stable, provided we iterate
until A%, is sufficiently small.

The dense nonsymmetric eigenproblem — Jacobi. Jacobi’s method has been general-
ized to apply to dense nonsymmetric matrices (40, 41, 75, 78, 79, 83, 87, 88]. The parallelism
arises in the ability to apply rotations to disjoint pairs of rows or columns in parallel. Some
authors [41, 83] consider only orthogonal (or unitary) transformations, and try to converge
to the Schur form. Others [75, 78, 79] use nonunitary transformations as well, and try to
converge to diagonal form, provided the matrix is diagonalizable. The unitary methods
guarantee numerical stability, but appear to only be asymptotically linearly convergent.
The nonunitary methods can be made to be asymptotically quadratically convergent, but
cannot guarantee backward stability. Still, these methods tends to move the original matrix
closer to a normal matrix, which has well-conditioned eigenvalues, and so in practice the
errors do not seem much worse than the condition number warrants. Convergence tends
to slow down the farther from normal the matrix is. Most questions about this class of
methods are open: global convergence, retaining real arithmetic if the original matrix is
real (78, 87, 88], and avoiding instability and simultaneously slowdown of convergence for
highly nonnormal matrices.

The generalized nonsymmetric eigenproblem. All of the above algorithms and chal-
lenges apply even more to the generalized regular eigenvalue problem A — AB. Regularity
means A — AB is square and has a determinant which is not identically zero. Such A — AB
have n finite or infinite eigenvalues; for the more general case see [43, 86, 25, 84]. The
standard serial algorithm ([81] first reduces A to upper Hessenberg form and B to upper
triangular form; we do not even have a block algorithm based on matrix-vector or matrix-
matrix operations for performing this reduction. The extension of the other techniques
mentioned above has not yet been attempted.

4 The Complexity of Condition Estimation

Fast estimators of condition numbers are ubiquitous in numerical linear algebra, because
they provide inexpensive error bounds, and are quite reliable [54, 1]. Still, counterexamples
are known for all existing estimators, i.e. matrices for which the estimators underestimate
the true condition numbers by arbitrary amounts. Thus, research continues on making
estimators yet more reliable while retaining their low complexity. Based on this experience,
we make the following

Conjecture: The complexity of estimating a condition number with a guaranteed error
bound is as large as solving the original problem.



We make this rather vague conjecture more precise in the case of linear equation solving:
computing an estimate of |A~!|| in any norm with any guaranteed accuracy at all is as
difficult as computing A~ itself. In particular, to compute ||A~!|| with any accuracy, we
clearly need to decide whether A is singular, so condition estimation is at least as hard
as deciding singularity. We outline a proof that deciding whether det(A) = 0 is as hard
as computing A~! in the following very simple (and nonrealistic) model of computation:
We suppose the entries of A are complex numbers, run a straight-line program which can
perform any of the four basic operations +, —, X and + but which is not allowed to divide
by zero for any input A, and compare the resulting rational function f(A) of the entries
of A to zero. The function f(A) must clearly be an integer power k of det(A), since the
determinant is an irreducible polynomial, and the presence of any other polynomial factor
in f(A) would for some A either lead to an incorrect decision that A is singular (if it appears
in the numerator of A), or to division by zero (if it appears in the denominator). Now note
that by Cramer’s rule, each entry of A~! may be written (8f(A)/0A;;)/(k - f(A)). By a
result in [10], there exists a straightline code that computes all the df(A)/0A;; in three
times the number of nontrivial multiplies and divides needed to compute f(A). Then all
the (8f(A)/84;;)/(5 - f(A)) can be computed in n2 + 1 more steps, which less than doubles
the operation count so far by a fan-in argument.

More practically, we would like to assess the reliability of a particular estimation scheme,
or to be able to compare two schemes. For example, in [65] the authors compare two esti-
mators for || Az for an n-by-n symmetric positive definite matrix A, where one is permitted
only to multiply A by an arbitrary vector. This could in principal be used to estimate
the smallest singular value of a general matrix G since omin(G) = [[(GGT)7||3 12 and
multiplying by (GGT)~! can be done cheaply given the LU factorization of G. The au-
thors compare k steps of the power method and k steps of Lanczos applied to this problem
with a random starting vector zo. They show that the probability that the relative er-
ror in the estimate of ||Al|; exceeds e is at most \/n(1 — €)* for the power method, and
at most /n exp(—+/e(2k — 1)) for Lanczos. Thus, for small e, Lanczos has a much lower
probability of its relative inaccuracy exceeding e than the power method; this is another
way to express the fact that Lanczos extracts the maximum information from the Krylov
basis [zo, Ao, A2Z0, ..., AFzo] whereas the power method does not. Another probabilistic
analysis of the power method appears in [28].

A different probabilistic approach for comparing methods is as follows. It is motivated
by the approach in [18, 19], where ill-conditioning is associated with nearness to a particular
algebraic variety, and then the chance that a random problem lies close to that variety is
estimated using just the degree and codimension of the variety. In the case of condition
estimation one would try to show that the estimator worked well unless the matrix lay close
to a particular variety (or perhaps semialgebraic set), and then estimate the chance that
a random problem lay close to that variety. This approach would not distinguish between
the power method and Lanczos, since they both use the same basic information about the
matrix (its projection on a Krylov subspace) but might be able to distinguish among the
plethora of other estimators schemes which have been proposed.
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5 Exploiting Good Floating Point Arithmetic

A great deal of effort went into trying to make LAPACK portably correct despite the varia-
tions in floating point arithmetics, compiler optimizations, and ability to handle exceptions.
Our goal was to write “mail order software” that would work correctly even if passed around
in source form from machine to machine, since that is the model of software development
supported by systems like netlib. We did not attempt to get equally portable high perfor-
mance, since the BLAS are machine dependent, as well as the optimal block sizes used by
each subroutine.

In particular, we had to make worst case assumptions about the floating point environ-
ments:

1. Rounding is sloppy, done without guard digits, so that for any operation & € {+, —, x, +},
one can say only that the rounded value of a @ b is

flla®b) = (a(l+61)) & (b(1 + 63))

where |§,| and |62| are both bounded by some tiny €. € need not be as small as the
relative difference between adjacent floating point numbers.

2. All exceptions except underflow are possibly fatal and to be avoided as much as is
reasonable, in particular when the final result consists of a representable floating point
number.

3. It is possible for complex division and the Level 1 BLAS routine xXNRM2 [69] for
computing the Euclidean length of a vector to malfunction when some of the data
exceeds the square root of overflow, or is nonzero but all less than the square root of
underflow.

4. No mixed precision is permitted, since a single precision code using some double
precision can not be simply translated to a double precision code since quadruple
precision is not generally available.

We also, out of exasperation, made several assumptions which are actually violated by
existing machines, because they only made a few test cases fail and because taking them
into account would have significantly complicated or slowed down the software:

1. It is safe to compute z/y if 0 < z < y without fear of exception. However, this
operation can overflow on machines like Crays which actually compute z * (1/y).

2. The underflow threshold is significantly smaller than e3. This is not true in Vax D-
format, and causes failures we still do not completely understand in some badly scaled
test cases.

However, the price paid for this portable correctness was high, with penalties in speed,
functionality, accuracy and software productivity. In contrast, if we had been able to
assume a uniform floating point environment with IEEE floating point arithmetic [3], these
problems would have been avoided. Not all features of IEEE arithmetic are needed to avoid
each problem; in some cases any reasonably carefully rounded arithmetic would have done,
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whereas in others certain details of IEEE exception handling are important. In particular,
a large part of the potential benefit is attainable with an efficiently implementable subset
of the possible exception handling mechanism suggested by the IEEE standard [23]. This
is important because full IEEE compliance in supplying precise interrupts is likely to be
inefficient on the heavily pipelined architectures common even in microprocessors.

Here we will discuss the penalties paid for portability, and how IEEE conformance
alleviates them. Since virtually all machines being built or on the drawing boards conform at
least partially to IEEE arithmetic, we believe the time has come to write software specialized
to IEEE arithmetic (or at least some features of IEEE). Otherwise, the great investment
in hardware made by manufacturers will not pay off in faster, more accurate, more reliable
and more speedily written software, which was the entire motivation of the standard.

Computing machine constants — loss of software productivity. Subroutine SLAMCH
in LAPACK computes basic machine constants like the machine precision ¢, underflow
threshold, overflow threshold, the base, rounding style, and so on. It is 339 lines of Fortran
long (not counting comments), and was quite difficult to write. It can be thought of as a
simplified version of programs like Paranoia [60] (over 2300 lines of Fortran without com-
ments) which attempt to characterize the details of machine arithmetic (as seen through a
high level language). Most algorithms need only reasonably accurate values of the machine
precision, over and underflow threshold in order to work correctly, and for these SLAMCH
is adequate. However, for the more subtle algorithms discussed below it is difficult or impos-
sible to reliably discover at run time whether the arithmetic, compiler, and mathematical
libraries have the necessary properties for the algorithms to work. For example, simulating
double precision requires the basic rounding to be accurate enough (77, 17, 72] and although
this can be tested at runtime it is very time consuming and not foolproof [60]. Determining
how underflow is handled (or even finding the exact overflow threshold) requires causing an
overflow, and this may be fatal. Many more examples can be cited.

There are two approach to this problem. In the short run we will simply be assuming
IEEE arithmetic, in which all these features are well defined (even if the software interface to
exception handling is not). In the long run people are, for better or worse, likely to continue
inventing new styles of floating point, as well as languages and compilers providing new
interfaces, expression evaluation mechanisms, parameter passing mechanisms, and other
features impacting the floating point environment as perceived by the programmer [49,
62, 63, 66, 76]. These developments are guaranteed to repeatedly make any program like
SLAMCH obsolete. It would be nice to have a standard set of environmental enquiries
describing all possibly relevant details of the arithmetic, which could be supplied by the
compiler implementor. But it is difficult to imagine a terse but complete set of such enquiries
at the moment, and tentative steps in this direction have not succeeded [62, 76].

Condition estimation and eigenvector computation — loss of speed. Both these
computations involve solving triangular systems of equation. To estimate ||A~1]|, one can
use an LU factorization of A to repeatedly solve either Az = b or ATz = b for certain
cleverly chosen b [52, 54, 56, 55, 57]. To compute eigenvectors one can either reduce to
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Schur form

T ti2 Tis
T = 0 A i3
0 0 T33

and solve a triangular system (T3 — AI)z = —t;2 to find the right eigenvector [zT,1]T of A
explicitly, or else reduce just to Hessenberg form H and do inverse iteration (H — Al)z;4; =
z; using an LU factorization of H — AI [51].

Thus, it appears that one could just use the Level 2 BLAS routine [33, 32] for solving
triangular systems in all these cases. Unfortunately, we can not, because in all cases we
anticipate solving ill-conditioned systems which could lead to overflow. In the case of
condition estimation, we want a condition estimate as a warning of potential problems in
solving Az = b, and in particular we would want a warning if overflow is possible, since
overflow is generally fatal and to be avoided. If we are computing eigenvectors by solving
(T11 — M)z = —t12, then if X is (nearly) an eigenvalue of T1; too, the system will be very
ill-conditioned and overflow will be possible. When solving (H — AI)z;4; = z; the more
accurate A is, the more singular H — AJ will be and the more likely overflow will be. In
both these cases overflow is not a warning signal to the user, but rather an internal event
of no interest to the user.

To deal with potential overflow, we had to write new versions of all the triangular solvers
in LAPACK which scaled in the innermost loop to avoid overflow. To see that we can not
simply scale T' and b to solve T'z = b consider an n-by-n upper bidiagonal T' with ones
on the superdiagonal and ¢’s on the diagonal; then T~! has an entry of size e~™ which
can be much larger than the overflow threshold. To see how complicated this may be, the
LAPACK subroutine SLATRS (which deals both with Tz = b and 77z = b) is 300 lines of
Fortran (not counting comments).

If we were only interested in condition estimation, as in subroutine SGECON, an over-
flow would signal extreme ill-conditioning and in fact let us stop immediately, returning
RCOND (estimated reciprocal condition number) equal to zero. With the sticky overflow
flag of IEEE arithmetic, this would be possible by simply calling the Level 2 BLAS trian-
gular solver and testing the overflow flag on return. This lets the code go at its top possible
Level 2 BLAS speed, and still be robust.

For eigenvector computations, we currently see no way to avoid sophisticated scaling in
some cases, but for the majority of cases where overflow does not occur, we could again
run at the top speed of Level 2 BLAS and not pay the insurance premium of scaling in the
inner loop unless required. This speed-up can be significant on some machines.

Divide and conquer algorithm for the symmetric tridiagonal eigenproblem — loss
of functionality. The algorithm proposed in [14] and further developed in [38] is a fast
parallel method for the symmetric tridiagonal eigenproblem, and can be much faster than
the older QR method even on serial machines. However, it is not stable unless great care is
taken in solving the secular equation, a rational equation whose roots are the eigenvalues at
each step merging the solutions of two subproblems. In fact, in [82] it is shown that double
precision solution of the secular equation (double in the input precision, whatever that is)
is in fact necessary in order to have a stable algorithm. The amount of double precision
needed is small, and so even if double is simulated somewhat inefficiently it will not affect
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the overall speed. Certainly a factor of 10 slowdown over single would not be too bad.

There are three ways to get access to double precision. One is simply to declare some
double precision variables, but this violates our ban on mixed arithmetic. One could also
simulate double using integer arithmetic, but the known methods for doing this portably
[12, 7] are quite slow indeed for double precision, although they are useful for very high
precision. This leaves one with simulating double precision using single precision operations,
for which many efficient techniques are known [77, 17, 72]. But these techniques require
sufficiently accurate floating point arithmetic, in particular guard digits.

If we knew arithmetic were correctly rounded, and if we knew how many digits of
accuracy there were, then we could simulate double precision using single perhaps only 5 or
6 times more slowly than just using single alone. We will use this technique for the divide
and conquer algorithm for the symmetric tridiagonal eigenproblem.

Parallel bisection for the symmetric tridiagonal eigenproblem — loss of speed.
Let T be a symmetric tridiagonal matrix with diagonal entries aq,...,a, and off diagonal
entries by, ...,bn—1. As stated in a previous section the Sturm sequence d; = (a; —0)di—1 —
b?_,d;_2 can be used to count the number of eigenvalues of T less than . We may evaluate
this recurrence in O(log, n) time using parallel prefix with the operation of 2-by-2 matrix
@ L 7 "'g—l . The difficulty is that
the entries of products of M; matrices grow or shrink essentially as fast as determinants
of submatrices of T;, and so are very prone to over/underflow. One could scale within the
inner loop, but this would be slow for the same reason condition estimation is currently
slow. Again, an overflow and an underflow flag would be quite helpful. In fact, the wrapped
ezponent feature of IEEE arithmetic would be particularly helpful, because it returns the
true value of an underflowed or overflowed quantity with the exponent biased up or down
by a known amount to keep the returned result in range [3]. This can be used to good effect
to speed up the calculation [22].

multiplication with matrices of the form M; =

2 by 2 and other subproblems — loss of accuracy and software productivity. In
LAPACK much effort was expended on building highly reliable routines for the small (2
by 2 and somewhat larger) linear systems and eigenproblems that must be solved within
larger solvers. These small routines need to be highly reliable since they form the kernels
of the larger problem. It may seem surprising that such small problems were so difficult
to solve well, but this experience is corroborated by the experience of other developers
of linear algebra software. If, on the other hand, we had been able to assume (simulated)
double precision when necessary, vast simplifications would have been possible. For example,
subroutine SLAS2 computes the eigenvalues of a 2-by-2 triangular matrix, and gets them
accurately no matter their values on virtually any machine we know of. It is 33 (nontrivial)
lines of Fortran long. In contrast, a code using simulated double could in principal be 3
(nontrivial) lines long, depending on how much syntactic sugar was available to access the
simulated double. The same comments apply to many other routines as well. In the first
public release of LAPACK, we did not include routines for the generalized nonsymmetric
eigenproblem A — AB, partly because the corresponding 2 by 2 routines were so difficult to
write. For the next LAPACK release, we plan to write these assuming simulated double is
available.
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Iterative refinement — loss of accuracy. The expert drivers for solving linear systems
in LAPACK do single precision iterative refinement to improve the solution [4, 80]. This
refinement will under certain technical assumptions guarantee a tiny componentwise relative
backward error. In contrast, the earlier conventional wisdom had held that computing
residuals in double precision was needed to justify the procedure, in which case one could
guarantee a tiny forward error provided the problem was not truly badly conditioned. So
double precision residual accumulation has definite advantages, but is not available to us if
we eschew mixed precision. Of course, being able to use simulated double makes it available
again, as well as an array of other iterative refinement schemes based on double precision
iterative refinement. Since the cost of the double precision part of the calculation (for
dense problems) is O(n?) in contrast to the remaining O(n3) part, the marginal cost of this
refinement is small, and so it is well worth doing.
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